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Curry–Howard Isomorphism

Discovery of a one-to-one correspondence between types in programming and propositions in logic (3, 2).

\[ \Gamma, B \vdash A \quad \Gamma \vdash B \rightarrow A \]
\[ \rightarrow \text{ introduction} \]

\[ \Gamma \vdash B \rightarrow A \quad \Delta \vdash B \quad \Gamma, \Delta \vdash A \]
\[ \rightarrow \text{ elimination} \]

\[ \Gamma, x : B \vdash t : A \]
\[ \Gamma \vdash \lambda x.t : B \rightarrow A \]
\[ \text{lambda abstraction} \]

\[ \Gamma \vdash t : B \rightarrow A \quad \Delta \vdash u : B \]
\[ \Gamma, \Delta \vdash t(u) : A \]
\[ \text{function application} \]
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The isomorphism also extends from quantifiers in intuitionistic predicate calculus to polymorphism with existential types.

\[(\forall x. P \to Q) \iff P \to (\forall x. Q)\]
\[(\forall x. Q \to P) \iff (\exists x. Q) \to P\]
\[(\exists x. P \to Q) \implies P \to (\forall x. Q)\]
\[(\exists x. Q \to P) \implies (\forall x. P) \to P\]

\[(\forall a. \forall x. T \ a \to \tau) \iff \forall a. T \ a \to (\forall x. \tau)\]
\[(\forall a. \forall x. \tau \to T \ a) \iff \forall a. (\exists x. \tau) \to T \ a\]
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For assumptions of these statements, and for precise discussion, please see (1, 2).
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